**Задача коммивояжера**

**Введение**

Комбинаторика – раздел математики, посвящённый решению задач выбора и расположения элементов некоторого, обычно конечного множества в соответствии с заданными правилами.

Каждое такое правило определяет способ построения некоторой конструкции из элементов исходного множества, называемой комбинаторной конфигурацией. Поэтому можно сказать, что целью комбинаторного анализа является изучение комбинаторных конфигураций. Это изучение включает в себя вопросы существования комбинаторных конфигураций, алгоритмы их построения, оптимизацию таких алгоритмов, а также решение задач перечисления, в частности определение числа конфигураций данного класса. Простейшим примером комбинаторных конфигураций являются перестановки, сочетания и размещения.

Большой вклад в систематическое развитие комбинаторных методов был сделан Г. Лейбницем (диссертация «Комбинаторное искусство»), Я. Бернулли (работа «Искусство предположений»), Л. Эйлером. Можно считать, что с появлением работ Я. Бернулли и Г. Лейб-ница комбинаторные методы выделились в самостоятельную часть математики. В работах Л.Эйлера по разбиениям и композициям натуральных чисел на слагаемые было положено начало одному из основных методов перечисления комбинаторных конфигураций – методу производящих функций.

Возвращение интереса к комбинаторному анализу относится к 50-м годам ХХ в. в связи с бурным развитием кибернетики и дискретной математики и широким использованием электронно-вычислительной техники. В этот период активизировался интерес к классическим комбинаторным задачам.

Классические комбинаторные задачи – это задачи выбора и расположения элементов конечного множества, имеющие в качестве исходной некоторую формулировку развлекательного содержания типа головоломок.
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В 1859 г. У. Гамильтон придумал игру «Кругосветное путешествие», состоящую в отыскании такого пути, проходящего через все вершины (города, пункты назначения) графа, изображенного на рис. 1, чтобы посетить каждую вершину однократно и возвратиться в исходную. Пути, обладающие таким свойством, называются гамильтоновыми циклами.

Задача о гамильтоновых циклах в графе получила различные обобщения. Одно из этих обобщений – задача коммивояжера, имеющая ряд применений в исследовании операций, в частности при решении некоторых транспортных проблем.

**Задача коммивояжера. Общее описание**

Задача коммивояжера (в дальнейшем сокращённо - ЗК) является одной из знаменитых задач теории комбинаторики. Она была поставлена в 1934 году, и об неё, как об Великую теорему Ферма обламывали зубы лучшие математики. В своей области (оптимизации дискретных задач) ЗК служит своеобразным полигоном, на котором испытываются всё новые методы.

Постановка задачи следующая.

Коммивояжер (бродячий торговец) должен выйти из первого города, посетить по разу в неизвестном порядке города 2,1,3..n и вернуться в первый город. Расстояния между городами известны. В каком порядке следует обходить города, чтобы замкнутый путь (тур) коммивояжера был кратчайшим?

Чтобы привести задачу к научному виду, введём некоторые термины. Итак, города перенумерованы числами j∈Т=(1,2,3..n). Тур коммивояжера может быть описан циклической перестановкой t=(j1,j2,..,jn,j1), причём все j1..jn – разные номера; повторяющийся в начале и в конце j1, показывает, что перестановка зациклена. Расстояния между парами вершин Сij образуют матрицу С. Задача состоит в том, чтобы найти такой тур t, чтобы минимизировать функционал

Относительно математизированной формулировки ЗК уместно сделать два замечания.

Во-первых, в постановке Сij означали расстояния, поэтому они должны быть неотрицательными, т.е. для всех j∈Т:

|  |  |
| --- | --- |
| Сij≥0; Cjj=∞ | (2) |

(последнее равенство означает запрет на петли в туре), симметричными, т.е. для всех i,j:

|  |  |
| --- | --- |
| Сij= Сji. | (3) |

и удовлетворять неравенству треугольника, т.е. для всех:

|  |  |
| --- | --- |
| Сij+ Сjk≥Cik | (4) |

В математической постановке говорится о произвольной матрице. Сделано это потому, что имеется много прикладных задач, которые описываются основной моделью, но всем условиям (2)-(4) не удовлетворяют. Особенно часто нарушается условие (3) (например, если Сij – не расстояние, а плата за проезд: часто туда билет стоит одну цену, а обратно – другую). Поэтому мы будем различать два варианта ЗК: симметричную задачу, когда условие (3) выполнено, и несимметричную - в противном случае. Условия (2)-(4) по умолчанию мы будем считать выполненными.

Второе замечание касается числа всех возможных туров. В несимметричной ЗК все туры t=(j1,j2,..,jn,j1) и t’=(j1,jn,..,j2,j1) имеют разную длину и должны учитываться оба. Разных туров очевидно (n-1)!.

Зафиксируем на первом и последнем месте в циклической перестановке номер j1, а оставшиеся n-1 номеров переставим всеми (n-1)! возможными способами. В результате получим все несимметричные туры. Симметричных туров имеется в два раз меньше, т.к. каждый засчитан два раза: как t и как t’.

Можно представить, что С состоит только из единиц и нулей. Тогда С можно интерпретировать, как граф, где ребро (i,j) проведено, если Сij=0 и не проведено, если Сij=1. Тогда, если существует тур длины 0, то он пройдёт по циклу, который включает все вершины по одному разу. Такой цикл называется гамильтоновым циклом. Незамкнутый гамильтонов цикл называется гамильтоновой цепью (гамильтоновым путём).

В терминах теории графов симметричную ЗК можно сформулировать так:

Дана полная сеть с n вершинами, длина ребра (i,j)= Сij. Найти гамильтонов цикл минимальной длины.

В несимметричной ЗК вместо «цикл» надо говорить «контур», а вместо «ребра» - «дуги» или «стрелки».

Некоторые прикладные задачи формулируются как ЗК, но в них нужно минимизировать длину не гамильтонова цикла, а гамильтоновой цепи. Такие задачи называются незамкнутыми. Некоторые модели сводятся к задаче о нескольких коммивояжерах, но мы здесь их рассматривать не будем.

**1.2. Методы решения ЗК**

**1.2.1. Жадный алгоритм**

Жадный алгоритм – алгоритм нахождения наикратчайшего расстояния путём выбора самого короткого, ещё не выбранного ребра, при условии, что оно не образует цикла с уже выбранными рёбрами. «Жадным» этот алгоритм назван потому, что на последних шагах приходится жестоко расплачиваться за жадность.
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Посмотрим, как поведет себя при решении ЗК жадный алгоритм. Здесь он превратится в стратегию «иди в ближайший (в который еще не входил) город». Жадный алгоритм, очевидно, бессилен в этой задаче. Рассмотрим для примера сеть на рис. 2, представляющую узкий ромб. Пусть коммивояжер стартует из города 1. Алгоритм «иди вы ближайший город» выведет его в город 2, затем 3, затем 4; на последнем шаге придется платить за жадность, возвращаясь по длинной диагонали ромба. В результате получится не кратчайший, а длиннейший тур.

В пользу процедуры «иди в ближайший» можно сказать лишь то, что при старте из одного города она не уступит стратегии «иди в дальнейший».

Как видим, жадный алгоритм ошибается. Можно ли доказать, что он ошибается умеренно, что полученный им тур хуже минимального, положим, в 1000 раз? Мы докажем, что этого доказать нельзя, причем не только для жадного логарифма, а для алгоритмов гораздо более мощных. Но сначала нужно договориться, как оценивать погрешность неточных алгоритмов, для определенности, в задаче минимизации. Пусть fB - настоящий минимум, а fA - тот квазиминимум, который получен по алгоритму. Ясно, что fA/ fB≥1, но это – тривиальное утверждение, что может быть погрешность. Чтобы оценить её, нужно зажать отношение оценкой сверху:

|  |  |
| --- | --- |
| fA/fB ≥1+ nε, | (5) |

где, как обычно в высшей математике, ε≥0, но, против обычая, может быть очень большим. Величина ε и будет служить мерой погрешности. Если алгоритм минимизации будет удовлетворять неравенству (5), мы будем говорить, что он имеет погрешность ε.

Предположим теперь, что имеется алгоритм А решения ЗК, погрешность которого нужно оценить. Возьмем произвольный граф G (V,E) и по нему составим входную матрицу ЗК:

|  |  |
| --- | --- |
| С[i,j]={ | 1,если ребро (i,j) принадлежит Е |
| 1+nε в противном случае |

Если в графе G есть гамильтонов цикл, то минимальный тур проходит по этому циклу и fB = n. Если алгоритм А тоже всегда будет находить этот путь, то по результатам алгоритма можно судить, есть ли гамильтонов цикл в произвольном графе. Однако, непереборного алгоритма, который мог бы ответить, есть ли гамильтонов цикл в произвольном графе, до сих пор никому не известно. Таким образом, наш алгоритм А должен иногда ошибаться и включать в тур хотя бы одно ребро длины 1+nε. Но тогда fA≥(n-1)+(1+nε) так что fA/fB=1+nε т.е. превосходит погрешность ε на заданную неравенством (5). О величине ε в нашем рассуждении мы не договаривались, так что ε может быть произвольно велик.

Таким образом доказана следующая теорема.

Либо алгоритм А определяет, существует ли в произвольном графе гамильтонов цикл, либо погрешность А при решении ЗК может быть произвольно велика.

Это соображение было впервые опубликовано Сани и Гонзалесом в 1980 г. Теорема Сани-Гонзалеса основана на том, что нет никаких ограничений на длину ребер. Теорема не проходит, если расстояния подчиняются неравенству треугольника (4).

Если оно соблюдается, можно предложить несколько алгоритмов с погрешностью 12. Прежде, чем описать такой алгоритм, следует вспомнить старинную головоломку. Можно ли начертить одной линией открытый конверт? Рис.2 показывает, что можно (цифры на отрезках показывают порядок их проведения). Закрытый конверт (рис.3.) одной линией нарисовать нельзя и вот почему. Будем называть линии ребрами, а их перекрестья – вершинами.
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Когда через точку проводится линия, то используется два ребра – одно для входа в вершину, одно – для выхода. Если степень вершины нечетна – то в ней линия должна начаться или кончиться. На рис. 3 вершин нечетной степени две: в одной линия начинается, в другой – кончается. Однако на рис. 4 имеется четыре вершины степени три, но у одной линии не может быть четыре конца. Если же нужно прочертить фигуру одной замкнутой линией, то все ее вершины должны иметь четную степень.

Верно и обратное утверждение: если все вершины имеют четную степень, то фигуру можно нарисовать одной незамкнутой линией. Действительно, процесс проведения линии может кончиться, только если линия придет в вершину, откуда уже выхода нет: все ребра, присоединенные к этой вершине (обычно говорят: инцидентные этой вершине), уже прочерчены. Если при этом нарисована вся фигура, то нужное утверждение доказано; если нет, удалим уже нарисованную часть G’. После этого от графа останется одна или несколько связных компонент; пусть G’ – одна из таких компонент. В силу связности исходного графа G, G’ и G’’ имеют хоть одну общую вершину, скажем, v. Если в G’’ удалены какие-то ребра, то по четному числу от каждой вершины. Поэтому G’’ – связный и все его вершины имеют четную степень. Построим цикл в G’’ (может быть, не нарисовав всего G’’) и через v добавим прорисованную часть G’’ к G’. Увеличивая таким образом прорисованную часть G’, мы добьемся того, что G’ охватит весь G.

Эту задачу когда-то решил Эйлер, и замкнутую линию, которая покрывает все ребра графа, теперь называю эйлеровым циклом. По существу была доказана следующая теорема.

Эйлеров цикл в графе существует тогда и только тогда, когда (1) граф связный и (2) все его вершины имеют четные степени.

**1.2.2. Деревянный алгоритм.**

Теперь можно обсудить алгоритм решения ЗК через построение кратчайшего остовного дерева. Для краткости будет называть этот алгоритм деревянным.

Вначале обсудим свойство спрямления. Рассмотрим какую-нибудь цепь, например, на рис.5. Если справедливо неравенство треугольника, то d[1,3]≤d[1,2]+d[2,3] и d[3,5]≤d[3,4]+d[4,5] Сложив эти два неравенства, получим d[1,3]+d[3,5]≤d[1,2]+d[2,3]+d[3,4]+d[4,5]. По неравенству треугольника получим. d[1,5]≤d[1,3]+d[3,5]. Окончательно

d[1,5]≤ d[1,2]+d[2,3]+d[3,4]+d[4,5]

Итак, если справедливо неравенство треугольника, то для каждой цепи верно, что расстояние от начала до конца цепи меньше (или равно) суммарной длины всех ребер цепи. Это обобщение расхожего убеждения, что прямая короче кривой.

Вернемся к ЗК и опишем решающий ее деревянный алгоритм.

Построим на входной сети ЗК кратчайшее остовное дерево и удвоим все его ребра. Получим граф G – связный и с вершинами, имеющими только четные степени.

Построим эйлеров цикл G, начиная с вершины 1, цикл задается перечнем вершин.

Просмотрим перечень вершин, начиная с 1, и будем зачеркивать каждую вершину, которая повторяет уже встреченную в последовательности. Останется тур, который и является результатом алгоритма.

Пример 1. Дана полная сеть, показанная на рис.5. Найти тур жадным и деревянным алгоритмами.
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|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| - | 1 | 2 | 3 | 4 | 5 | 6 |
| 1 | - | 6 | 4 | 8 | 7 | 14 |
| 2 | 6 | - | 7 | 11 | 7 | 10 |
| 3 | 4 | 7 | - | 4 | 3 | 10 |
| 4 | 8 | 11 | 4 | - | 5 | 11 |
| 5 | 7 | 7 | 3 | 5 | - | 7 |
| 6 | 14 | 10 | 10 | 11 | 7 | - |
| табл. 1 | | | | | | |

![](data:image/png;base64,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)

Решение. Жадный алгоритм (иди в ближайший город из города 1) дает тур 1–(4)–3-(3)–5(5)–4–(11)–6–(10)–2–(6)–1, где без скобок показаны номера вершин, а в скобках – длины ребер. Длина тура равна 39, тур показана на рис. 5.

2. Деревянный алгоритм вначале строит остовное дерево, показанное на рис. 6 штриховой линией, затем эйлеров цикл 1-2-1-3-4-3-5-6-5-3-1, затем тур 1-2-3-4-5-6-1 длиной 43, который показан сплошной линией на рис. 6.

Теорема. Погрешность деревянного алгоритма равна 1.

Доказательство. Возьмем минимальный тур длины fB и удалим из него максимальное ребро. Длина получившейся гамильтоновой цепи LHC меньше fB. Но эту же цепь можно рассматривать как остовное дерево, т. к. эта цепь достигает все вершины и не имеет циклов. Длина кратчайшего остовного дерева LMT меньше или равна LHC. Имеем цепочку неравенств

|  |  |
| --- | --- |
| fB>LHC≥LMT | (6) |

Но удвоенное дерево – оно же эйлеров граф – мы свели к туру посредством спрямлений, следовательно, длина полученного по алгоритму тура удовлетворяет неравенству

|  |  |
| --- | --- |
| 2LMT>fA | (7) |

Умножая (6) на два и соединяя с (7), получаем цепочку неравенств

|  |  |
| --- | --- |
| 2fB>2LHC≥2LMT≥fA | (8) |

Т.е. 2fB>fA, т.е. fA/fB>1+ε; ε=1.

Теорема доказана.

Таким образом, мы доказали, что деревянный алгоритм ошибается менее, чем в два раза. Такие алгоритмы уже называют приблизительными, а не просто эвристическими.

Известно еще несколько простых алгоритмов, гарантирующих в худшем случае ε=1. Для того, чтобы найти среди них алгоритм поточнее, зайдем с другого конца и для начала опишем «brute-force enumeration» - «перебор животной силой», как его называют в англоязычной литературе. Понятно, что полный перебор практически применим только в задачах малого размера. Напомним, что ЗК с n городами требует при полном переборе рассмотрения (n-1)!/2 туров в симметричной задаче и (n-1)! Туров в несимметричной, а факториал, как показано в следующей таблице, растет удручающе быстро:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 5! | 10! | 15! | 20! | 25! | 30! | 35! | 40! | 45! | 50! |
| ~102 | ~106 | ~1012 | ~1018 | ~10125 | ~1032 | ~1040 | ~1047 | ~1056 | ~1064 |

Чтобы проводить полный перебор в ЗК, нужно научиться (разумеется, без повторений) генерировать все перестановки заданного числа m элементов. Это можно сделать несколькими способами, но самый распространенный (т.е. приложимый для переборных алгоритмов решения других задач) – это перебор в лексикографическом порядке.

Пусть имеется некоторый алфавит и наборы символов алфавита (букв), называемые словами. Буквы в алфавите упорядочены: например, в русском алфавите порядок букв а∝б∝я (символ ∝ читается «предшествует)». Если задан порядок букв, можно упорядочить и слова. Скажем, дано слово u=(u1,u2,..,um) – состоящее из букв u1,u2,..,um - и слово v =(v1,v2,..,vb). Тогда если u1∝v1, то и u∝v, если же u1=v1, то сравнивают вторые буквы и т.д. Этот порядок слов и называется лексикографическим. Поэтому в русских словарях (лексиконах) слово «абажур» стоит раньше слова «абака». Слово «бур» стоит раньше слова «бура», потому что пробел считается предшествующим любой букве алфавита.

Рассмотрим, скажем, перестановки из пяти элементов, обозначенных цифрами 1..5. Лексикографически первой перестановкой является 1-2-3-4-5, второй – 1-2-3-5-4, …, последней – 5-4-3-2-1. Нужно осознать общий алгоритм преобразования любой перестановки в непосредственно следующую.

Правило такое: скажем, дана перестановка 1-3-5-4-2. Нужно двигаться по перестановке справа налево, пока впервые не увидим число, меньшее, чем предыдущее (в примере это 3 после 5). Это число, Pi-1 надо увеличить, поставив вместо него какое-то число из расположенных правее, от Pi до Pn. Число большее, чем Pi-1, несомненно, найдется, так как Pi-1< Pi . Если есть несколько больших чисел, то, очевидно, надо ставить меньшее из них. Пусть это будет Pj,j>i-1. Затем число Pi-1 и все числа от Pi до Pn, не считая Pj нужно упорядочить по возрастанию. В результате получится непосредственно следующая перестановка, в примере – 1-4-2-3-5. Потом получится 1-4-2-5-3 (тот же алгоритм, но упрощенный случай) и т.д.

Нужно понимать, что в ЗК с n городами не нужны все перестановки из n элементов. Потому что перестановки, скажем, 1-3-5-4-2 и 3-5-4-2-1 (последний элемент соединен с первым) задают один и тот же тур, считанный сперва с города 1, а потом с города 3. Поэтому нужно зафиксировать начальный город 1 и присоединять к нему все перестановки из остальных элементов. Этот перебор даст (n-1)! разных туров, т.е. полный перебор в несимметричной ЗК (мы по-прежнему будем различать туры 1-3-5-4-2 и 1-2-4-5-3).

Данный алгоритм описан на языке Паскаль (см. Приложения).

Пример 2. Решим ЗК, поставленную в Примере 1 лексикографическим перебором. Приведенная выше программа напечатает города, составляющие лучший тур: 1-2-6-5-4-3 и его длину 36.

Желательно усовершенствовать перебор, применив разум. В следующем пункте описан алгоритм, который реализует простую, но широко применимую и очень полезную идею.

**1.2.3. Метод ветвей и границ**

К идее метода ветвей и границ приходили многие исследователи, но Литтл с соавторами на основе указанного метода разработали удачный алгоритм решения ЗК и тем самым способствовали популяризации подхода. С тех пор метод ветвей и границ был успешно применен ко многим задачам, для решения ЗК было придумано несколько других модификаций метода, но в большинстве учебников излагается пионерская работа Литтла.

Общая идея тривиальна: нужно разделить огромное число перебираемых вариантов на классы и получить оценки (снизу – в задаче минимизации, сверху – в задаче максимизации) для этих классов, чтобы иметь возможность отбрасывать варианты не по одному, а целыми классами. Трудность состоит в том, чтобы найти такое разделение на классы (ветви) и такие оценки (границы), чтобы процедура была эффективной.

Изложим алгоритм Литтла на примере 1 предыдущего раздела.. Повторно запишем матрицу:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| - | 1 | 2 | 3 | 4 | 5 | 6 |
| 1 | - | 6 | 4 | 8 | 7 | 14 |
| 2 | 6 | - | 7 | 11 | 7 | 10 |
| 3 | 4 | 7 | - | 4 | 3 | 10 |
| 4 | 8 | 11 | 4 | - | 5 | 11 |
| 5 | 7 | 7 | 3 | 5 | - | 7 |
| 6 | 14 | 10 | 10 | 11 | 7 | - |
| табл. 2 | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| - | 1 | 2 | 3 | 4 | 5 | 6 |
| 1 | - | 2 | 0 | 4 | 3 | 10 |
| 2 | 0 | - | 1 | 5 | 1 | 4 |
| 3 | 1 | 4 | - | 1 | 0 | 7 |
| 4 | 4 | 7 | 0 | - | 1 | 7 |
| 5 | 4 | 4 | 0 | 2 | - | 4 |
| 6 | 7 | 3 | 3 | 4 | 0 | - |
| табл. 3 | | | | | | |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| - | 1 | 2 | | 3 | | 4 | | 5 | 6 |
| 1 | - | 0 | | 0 | | 3 | | 3 | 6 |
| 2 | 0 | - | | 1 | | 4 | | 1 | 0 |
| 3 | 1 | 2 | | - | | 0 | | 0 | 3 |
| 4 | 4 | 5 | | 0 | | - | | 1 | 3 |
| 5 | 4 | 2 | | 0 | | 1 | | - | 0 |
| 6 | 7 | 1 | | 3 | | 3 | | 0 | - |
|  |  | | 2 |  | 1 | |  | | 4 |
| табл. 4 | | | | | | | | | |

Нам будет удобнее трактовать Сij как стоимость проезда из города i в город j. Допустим, что добрый мэр города j издал указ выплачивать каждому въехавшему в город коммивояжеру 5 долларов. Это означает, что любой тур подешевеет на 5 долларов, поскольку в любом туре нужно въехать в город j. Но поскольку все туры равномерно подешевели, то прежний минимальный тур будет и теперь стоить меньше всех. Добрый же поступок мэра можно представить как уменьшение всех чисел j-го столбца матрицы С на 5. Если бы мэр хотел спровадить коммивояжеров из j-го города и установил награду за выезд в размере 10 долларов, это можно было бы выразить вычитанием 10 из всех элементов j-й той строки. Это снова бы изменило стоимость каждого тура, но минимальный тур остался бы минимальным. Итак, доказана следующая лемма.

Вычитая любую константу из всех элементов любой строки или столбца матрицы С, мы оставляем минимальный тур минимальным.

Для алгоритма нам будет удобно получить побольше нулей в матрице С, не получая там, однако, отрицательных чисел. Для этого мы вычтем из каждой строки ее минимальный элемент (это называется приведением по строкам, см. табл. 3), а затем вычтем из каждого столбца матрицы, приведенной по строкам, его минимальный элемент, получив матрицу, приведенную по столбцам, см. табл. 4).

Прочерки по диагонали означают, что из города i в город i ходить нельзя. Заметим, что сумма констант приведения по строкам равна 27, сумма по столбцам 7, сумма сумм равна 34.

Тур можно задать системой из шести подчеркнутых (выделенных другим цветом) элементов матрицы С, например, такой, как показано на табл. 2. Подчеркивание элемента означает, что в туре из i-го элемента идут именно в j-тый. Для тура из шести городов подчеркнутых элементов должно быть шесть, так как в туре из шести городов есть шесть ребер. Каждый столбец должен содержать ровно один подчеркнутый элемент (в каждый город коммивояжер въехал один раз), в каждой строке должен быть ровно один подчеркнутый элемент (из каждого города коммивояжер выехал один раз); кроме того, подчеркнутые элементы должны описывать один тур, а не несколько меньших циклов. Сумма чисел подчеркнутых элементов есть стоимость тура. На табл. 2 стоимость равна 36, это тот минимальный тур, который получен лексикографическим перебором.

Теперь будем рассуждать от приведенной матрицы на табл. 2. Если в ней удастся построить правильную систему подчеркнутых элементов, т.е. систему, удовлетворяющую трем вышеописанным требованиям, и этими подчеркнутыми элементами будут только нули, то ясно, что для этой матрицы мы получим минимальный тур. Но он же будет минимальным и для исходной матрицы С, только для того, чтобы получить правильную стоимость тура, нужно будет обратно прибавить все константы приведения, и стоимость тура изменится с 0 до 34. Таким образом, минимальный тур не может быть меньше 34. Мы получили оценку снизу для всех туров.

Теперь приступим к ветвлению. Для этого проделаем шаг оценки нулей. Рассмотрим нуль в клетке (1,2) приведенной матрицы. Он означает, что цена перехода из города 1 в город 2 равна 0. А если мы не пойдем из города 1 в город 2? Тогда все равно нужно въехать в город 2 за цены, указанные во втором столбце; дешевле всего за 1 (из города 6). Далее, все равно надо будет выехать из города 1 за цену, указанную в первой строке; дешевле всего в город 3 за 0. Суммируя эти два минимума, имеем 1+0=1: если не ехать «по нулю» из города 1 в город 2, то надо заплатить не меньше 1. Это и есть оценка нуля. Оценки всех нулей поставлены на табл. 5 правее и выше нуля (оценки нуля, равные нулю, не ставились).

Выберем максимальную из этих оценок (в примере есть несколько оценок, равных единице, выберем первую из них, в клетке (1,2)).

Итак, выбрано нулевое ребро (1,2). Разобьем все туры на два класса – включающие ребро (1,2) и не включающие ребро (1,2). Про второй класс можно сказать, что придется приплатить еще 1, так что туры этого класса стоят 35 или больше.

Что касается первого класса, то в нем надо рассмотреть матрицу на табл. 6 с вычеркнутой первой строкой и вторым столбцом.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | 1 | 2 | 3 | 4 | 5 | 6 |
| 1 | - | 01 | 0 | 3 | 3 | 6 |
| 2 | 01 | - | 1 | 4 | 1 | 0 |
| 3 | 1 | 2 | - | 01 | 0 | 3 |
| 4 | 4 | 5 | 01 | - | 1 | 3 |
| 5 | 4 | 2 | 0 | 1 | - | 0 |
| 6 | 7 | 1 | 3 | 3 | 01 | - |
| табл. 5 | | | | | | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | 1 | 3 | 4 | 5 | 6 |
| 2 | 01 | 1 | 4 | 1 | 0 |
| 3 | 1 | - | 01 | 0 | 3 |
| 4 | 4 | 01 | - | 1 | 3 |
| 5 | 4 | 0 | 1 | - | 0 |
| 6 | 7 | 3 | 3 | 01 | - |
| табл. 6 | | | | | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | 1 | 3 | 4 | 5 | 6 |
| 2 | 01 | 1 | 4 | 1 | 0 |
| 3 | 03 | - | 01 | 0 | 3 |
| 4 | 3 | 01 | - | 1 | 3 |
| 5 | 3 | 0 | 1 | - | 0 |
| 6 | 6 | 3 | 3 | 01 | - |
| табл. 7 | | | | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | 3 | 4 | 5 | 6 |
| 2 | 1 | 4 | 1 | 0 |
| 4 | 01 | - | 1 | 3 |
| 5 | 0 | 1 | - | 0 |
| 6 | 3 | 3 | 01 | - |
| табл. 8 | | | | | |

Дополнительно в уменьшенной матрице поставлен запрет в клетке (2,1), т. к. выбрано ребро (1,2) и замыкать преждевременно тур ребром (2,1) нельзя. Уменьшенную матрицу можно привести на 1 по первому столбцу, так что каждый тур, ей отвечающий, стоит не меньше 35. Результат наших ветвлений и получения оценок показан на рис.6.

Кружки представляют классы: верхний кружок – класс всех туров; нижний левый – класс всех туров, включающих ребро (1,2); нижний правый – класс всех туров, не включающих ребро (1,2). Числа над кружками – оценки снизу.
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Продолжим ветвление в положительную сторону: влево - вниз. Для этого оценим нули в уменьшенной матрице C[1,2] на табл. 7. Максимальная оценка в клетке (3,1) равна 3. Таким образом, оценка для правой нижней вершины на рис. 7 есть 35+3=38. Для оценки левой нижней вершины на рис. 7 нужно вычеркнуть из матрицы C[1,2] еще строку 3 и столбец 1, получив матрицу C[(1,2),(3,1)] на табл. 8. В эту матрицу нужно поставить запрет в клетку (2,3), так как уже построен фрагмент тура из ребер (1,2) и (3,1), т.е. [3,1,2], и нужно запретить преждевременное замыкание (2,3). Эта матрица приводится по столбцу на 1 (табл. 9), таким образом, каждый тур соответствующего класса (т.е. тур, содержащий ребра (1,2) и (3,1)) стоит 36 и более.

![](data:image/png;base64,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)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | 3 | 4 | 5 | 6 |
| 2 | 1 | 3 | 1 | 0 |
| 4 | 01 | - | 1 | 3 |
| 5 | 0 | 02 | - | 0 |
| 6 | 3 | 2 | 03 | - |
| табл. 9 | | | | |

|  |  |  |  |
| --- | --- | --- | --- |
|  | 3 | 4 | 6 |
| 2 | 1 | 3 | 03 |
| 4 | 03 | - | 3 |
| 5 | 0 | 03 | 0 |
| табл. 10 | | | |

|  |  |  |
| --- | --- | --- |
|  | 3 | 4 |
| 4 | 0 | - |
| 5 | 0 | 0 |
| табл. 11 | | |

Оцениваем теперь нули в приведенной матрице C[(1,2),(3,1)] нуль с максимальной оценкой 3 находится в клетке (6,5). Отрицательный вариант имеет оценку 38+3=41. Для получения оценки положительного варианта убираем строчку 6 и столбец 5, ставим запрет в клетку (5,6), см. табл. 10. Эта матрица неприводима. Следовательно, оценка положительного варианта не увеличивается (рис.8).

Оценивая нули в матрице на табл. 10, получаем ветвление по выбору ребра (2,6), отрицательный вариант получает оценку 36+3=39, а для получения оценки положительного варианта вычеркиваем вторую строку и шестой столбец, получая матрицу на табл. 11.

В матрицу надо добавить запрет в клетку (5,3), ибо уже построен фрагмент тура [3,1,2,6,5] и надо запретить преждевременный возврат (5,3). Теперь, когда осталась матрица 2х2 с запретами по диагонали, достраиваем тур ребрами (4,3) и (5,4). Мы не зря ветвились, по положительным вариантам. Сейчас получен тур: 1→2→6→5→4→3→1 стоимостью в 36. При достижении низа по дереву перебора класс туров сузился до одного тура, а оценка снизу превратилась в точную стоимость.

Итак, все классы, имеющие оценку 36 и выше, лучшего тура не содержат. Поэтому соответствующие вершины вычеркиваются. Вычеркиваются также вершины, оба потомка которой вычеркнуты. Мы колоссально сократили полный перебор. Осталось проверить, не содержит ли лучшего тура класс, соответствующий матрице С[Not(1,2)], т.е. приведенной матрице С с запретом в клетке 1,2, приведенной на 1 по столбцу (что дало оценку 34+1=35). Оценка нулей дает 3 для нуля в клетке (1,3), так что оценка отрицательного варианта 35+3 превосходит стоимость уже полученного тура 36 и отрицательный вариант отсекается.

Для получения оценки положительного варианта исключаем из матрицы первую строку и третий столбец, ставим запрет (3,1) и получаем матрицу. Эта матрица приводится по четвертой строке на 1, оценка класса достигает 36 и кружок зачеркивается. Поскольку у вершины «все» убиты оба потомка, она убивается тоже. Вершин не осталось, перебор окончен. Мы получили тот же минимальный тур, который показан подчеркиванием на табл. 2.

![](data:image/png;base64,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)

Удовлетворительных теоретических оценок быстродействия алгоритма Литтла и родственных алгоритмов нет, но практика показывает, что на современных ЭВМ они часто позволяют решить ЗК с n = 100. Это огромный прогресс по сравнению с полным перебором. Кроме того, алгоритмы типа ветвей и границ являются, если нет возможности доводить их до конца, эффективными эвристическими процедурами.

**1.2.4. Алгоритм Дейкстры**

Одним из вариантов решения ЗК является вариант нахождения кратчайшей цепи, содержащей все города. Затем полученная цепь дополняется начальным городом – получается искомый тур.

Можно предложить много процедур решения этой задачи, например, физическое моделирование. На плоской доске рисуется карта местности, в города, лежащие на развилке дорог, вбиваются гвозди, на каждый гвоздь надевается кольцо, дороги укладываются верёвками, которые привязываются к соответствующим кольцам. Чтобы найти кратчайшее расстояние между i и k, нужно взять I в одну руку и k в другую и растянуть. Те верёвки, которые натянутся и не дадут разводить руки шире и образуют кратчайший путь между i и k. Однако математическая процедура, которая промоделирует эту физическую, выглядит очень сложно. Известны алгоритмы попроще. Один из них – алгоритм Дейкстры, предложенный Дейкстрой ещё в 1959г. Этот алгоритм решает общую задачу:

В ориентированной, неориентированной или смешанной (т. е. такой, где часть дорог имеет одностороннее движение) сети найти кратчайший путь между двумя заданными вершинами.

Алгоритм использует три массива из n (= числу вершин сети) чисел каждый. Первый массив a содержит метки с двумя значениями: 0 (вершина ещё не рассмотрена) и 1 (вершина уже рассмотрена); второй массив b содержит расстояния – текущие кратчайшие расстояния от vi до соответствующей вершины; третий массив c содержит номера вершин – k-й элемент ck есть номер предпоследней вершины на текущем кратчайшем пути из vi в vk. Матрица расстояний Dik задаёт длины дуг dik; если такой дуги нет, то dik присваивается большое число Б, равное «машинной бесконечности».

Теперь можно описать:

Алгоритм Дейкстры

1(инициализация).

В цикле от одного до n заполнить нулями массив а; заполнить числом i массив с: перенести i-тую строку матрицы D в массив b;

a[i]:=1; c[i]:=0; {i-номер стартовой вершины}

2(общий шаг).

Найти минимум среди неотмеченных (т. е. тех k, для которых a[k]=0); пусть минимум достигается на индексе j, т. е. bj≤bk; a[j]:=1;

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 23 | 12 | ∞ | ∞ | ∞ | ∞ | ∞ |
| 23 | 0 | 25 | ∞ | 22 | ∞ | ∞ | 35 |
| 12 | 25 | 0 | 18 | ∞ | ∞ | ∞ | ∞ |
| ∞ | ∞ | 18 | 0 | ∞ | 20 | ∞ | ∞ |
| ∞ | 22 | ∞ | ∞ | 0 | 23 | 14 | ∞ |
| ∞ | ∞ | ∞ | 20 | 23 | 0 | 24 | ∞ |
| ∞ | ∞ | ∞ | ∞ | 14 | 24 | 0 | 16 |
| ∞ | 35 | ∞ | ∞ | ∞ | ∞ | 16 | 0 |
| табл. 12 | | | | | | | |

если bk>bj+djk то (bk:=bj+djk; ck:=j) {Условие означает, что путь vi..vk длиннее, чем путь vi..vj,vk . Если все a[k] отмечены, то длина пути vi..vk равна b[k]. Теперь надо перечислить вершины, входящие в кратчайший путь}

3(выдача ответа).

{Путь vi..vk выдаётся в обратном порядке следующей процедурой:}

3.1. z:=c[k];

3.2. Выдать z;

3.3. z:=c[z]; Если z = 0, то конец, иначе перейти к 3.2.

Для выполнения алгоритма нужно n раз просмотреть массив b из n элементов, т. е. алгоритм Дейкстры имеет квадратичную сложность. Проиллюстрируем работу алгоритма Дейкстры численным примером (для большей сложности, считаем, что некоторые города (вершины) i,j не соединены между собой, т. е. D[i,j]=∞). Пусть, например, i=3. Требуется найти кратчайшие пути из вершины 3. Содержимое массивов a,b,c после выполнения первого пункта показано на табл. 12:
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|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | |
| a | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | |
| b | 12 | 25 | 0 | 18 | ∞ | ∞ | ∞ | ∞ | |
| c | 3 | 3 | 0 | 3 | 3 | 3 | 3 | 3 | |
| табл. 13 | | | | | | | | |

Очевидно, содержимое таблицы меняется по мере выполнения общего шага. Это видно из следующей таблицы:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| min bk=12 | a | 1 | 0 | 1 | 0 | 0 | 0 | 0 | 0 |
| b | 12 | 25 | 0 | 18 | ∞ | ∞ | ∞ | ∞ |
| c | 3 | 3 | 0 | 3 | 3 | 3 | 3 | 3 |
| min bk=18 | a | 1 | 0 | 1 | 1 | 0 | 0 | 0 | 0 |
| b | 12 | 25 | 0 | 18 | ∞ | 38 | ∞ | ∞ |
| c | 3 | 3 | 0 | 3 | 3 | 4 | 3 | 3 |
| min bk=25 | a | 1 | 1 | 1 | 1 | 0 | 0 | 0 | 0 |
| b | 12 | 25 | 0 | 18 | 47 | 38 | ∞ | 60 |
| c | 3 | 3 | 0 | 3 | 2 | 4 | 3 | 2 |
| min bk=38 | a | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 0 |
| b | 12 | 25 | 0 | 18 | 47 | 38 | 62 | 60 |
| c | 3 | 3 | 0 | 3 | 2 | 4 | 6 | 2 |
| min bk=47 | a | 1 | 1 | 1 | 1 | 1 | 1 | 0 | 0 |
| b | 12 | 25 | 0 | 18 | 47 | 38 | 61 | 60 |
| c | 3 | 3 | 0 | 3 | 2 | 4 | 5 | 2 |
| min bk=60 | a | 1 | 1 | 1 | 1 | 1 | 1 | 0 | 1 |
| b | 12 | 25 | 0 | 18 | 47 | 38 | 61 | 60 |
| c | 3 | 3 | 0 | 3 | 2 | 4 | 5 | 2 |

Таким образом, для решения ЗК нужно n раз применить алгоритм Дейкстры следующим образом.

Возьмём произвольную пару вершин

j,k. Исключим непосредственное ребро C[j,k]. С помощью алгоритма Дейкстры найдём кратчайшее расстояние между городами j..k. Пусть это расстояние включает некоторый город m. Имеем часть тура j,m,k. Теперь для каждой пары соседних городов (в данном примере – для j,m и m,k) удалим соответственное ребро и найдём кратчайшее расстояние. При этом в кратчайшее расстояние не должен входить уже использованный город.

Далее аналогично находим кратчайшее расстояние между парами вершин алгоритмом Дейкстры, до тех пор, пока все вершины не будут задействованы. Соединим последнюю вершину с первой и получим тур. Чаще всего это последнее ребро оказывается очень большим, и тур получается с погрешностью, однако алгоритм Дейкстры можно отнести к приближённым алгоритмам.

**1.2.5. Мой метод (метод Анищенко) решения задачи коммивояжера**
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Я предложу свой метод решения задачи коммивояжера.

Рассмотрим рис. 9-10 и попытаемся найти в них кратчайшие туры. Очевидно, что кратчайший тур не должен содержать пересекающихся ребёр (в противном случае, поменяв вершины при пересекающихся рёбрах местами, получим более короткий тур). В первом случае кратчайшим является тур 1-2-4-5-3-1, а во втором – тур 1-2-3-4-5-1. Анализируя множество других аналогичных расположений пяти и более городов, можно сделать следующее общее предположение:

1. Если можно построить выпуклый многоугольник, по периметру которого лежат все города, то такой выпуклый многоугольник является кратчайшим туром.

Однако не всегда можно построить выпуклый многоугольник, по периметру которого лежали бы все города. Велика вероятность того, что некоторые города не войдут в выпуклый многоугольник. Такие города будем называть «центральными». Так как построить выпуклый многоугольник довольно легко, то задача сводится к тому, чтобы включить в тур в виде выпуклого многоугольника все центральные города с минимальными потерями. Пусть имеется массив T[n+1], содержащий в себе номера городов по порядку, которые должен посетить коммивояжер, т. е. вначале коммивояжер должен посетить город T[1], затем T[2], потом T[3] и т. д,, причём T[n+1]=T[1] (коммивояжер должен вернуться в начальный город). Тогда, если выполняется равенство ∀i∈[1,2..n]; C[T[i],p]+C[p,T[i+1]] – C[T[I],T[i+1]]=min, то центральный город с номером p нужно включить в тур между городами T[i] и T[i+1]. Проделав эту операцию для всех центральных городов, в результате получим кратчайший тур. Данный алгоритм можно реализовать на языке Паскаль и проверить верность предположения 1. Для задачи, решённой нами методом ветвей и границ, мой алгоритм даёт правильное решение.

Попробуем решить данным алгоритмом ЗК для восьми городов. Пусть имеем восемь городов, расположение которых показано на рис. 11. Матрица расстояний приведена рядом на табл. 13. Промежуточные построения кратчайшего тура показаны пунктирными линиями, цифры – порядок удаления рёбер. Таким образом, имеем для данного случая кратчайший тур 1-3-7-5-4-8-6-2-1. Длина этого тура: D=6+7+5+2+6+5+13+13=57. Этот результат является правильным, т. к. алгоритм лексического перебора, который никогда не ошибается, даёт точно такой же тур. (Следует также отметить, что жадный алгоритм для этого случая ошибается всего на 1 и даёт тур 1-3-4-5-7-8-6-2-1 длиной в 58).

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| 1 |  | 13 | 6 | 13 | 14 | 15 | 14 | 16 |
| 2 | 13 |  | 11 | 11 | 8 | 13 | 17 | 14 |
| 3 | 6 | 11 |  | 5 | 6 | 11 | 7 | 11 |
| 4 | 13 | 11 | 5 |  | 2 | 6 | 7 | 6 |
| 5 | 14 | 8 | 6 | 2 |  | 6 | 5 | 6 |
| 6 | 15 | 13 | 11 | 6 | 6 |  | 13 | 5 |
| 7 | 14 | 17 | 7 | 7 | 5 | 13 |  | 9 |
| 8 | 16 | 14 | 11 | 6 | 6 | 5 | 9 |  |
| табл. 13 | | | | | | | | |

Одним из возможных недостатков такого алгоритма является необходимость знать не матрицу расстояний, а координаты каждого города на плоскости. Если нам известна матрица расстояний между городами, но неизвестны их координаты, то для их нахождения нужно будет решить n систем квадратных уравнений с n неизвестными для каждой координаты. Уже для 6 городов это сделать очень сложно. Если же, наоборот, имеются координаты всех городов, но нет матрицы расстояний между ними, то создать эту матрицу несложно. Это можно легко сделать в уме для 5-6 городов. Для большего количества городов можно воспользоваться возможностями компьютера, в то время как промоделировать решение системы квадратных уравнений на компьютере довольно сложно.
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На основе вышеизложенного можно сделать вывод, что мой алгоритм, наряду с деревянным алгоритмом и алгоритмом Дейкстры, можно отнести к приближённым (хотя за этим алгоритмом ни разу не было замечено выдачи неправильного варианта).

**1.2.6. Анализ методов решения задачи коммивояжера**

Для подведения итогов в изучении методов решения ЗК протестируем наиболее оптимальные алгоритмы на компьютере по следующим показателям: количество городов, время обработки, вероятность неправильного ответа. Данные занесём в таблицу.

|  |  |  |  |
| --- | --- | --- | --- |
| Алгоритм лексического перебора | | | |
| Кол-во городов | Время обработки, c | Вероятность неправильного ответа, % | Тип алгоритма |
| 10 | 41 | 0 | точный |
| 12 | 12000=3ч.20мин | 0 |
| 32 | -\* | 0 |
| 100 | -\* | 0 |
| Метод ветвей и границ | | | |
| 10 | ~0 | 0 | точный |
| 32 | ~0.0001 | 0 |
| 100 | 1.2 | 0 |
| Мой алгоритм решения ЗК | | | |
| 10 | 0.001 | 0 | приближенный |
| 32 | 2.5 | 0 |
| 100 | 6 | 0 |

\*- ЗК с таким количеством городов методом лексического перебора современный компьютер не смог бы решить даже за всё время существования Вселенной.

Как видим по результатам этой таблицы, алгоритм лексического перебора можно применять лишь в случае с количеством городов 5..12. Метод ветвей и границ, наряду с моим методом, можно применять всегда. Хотя мой метод я отнёс к приближённым алгоритмам, он фактически является точным, так как доказать обратное ещё не удалось.

**1.3 Практическое применение задачи коммивояжера**

Кроме очевидного применения ЗК на практике, существует ещё ряд задач, сводимых к решению ЗК.

Задача о производстве красок. Имеется производственная линия для производства n красок разного цвета; обозначим эти краски номерами 1,2… n. Всю производственную линию будем считать одним процессором.. Будем считать также, что единовременно процессор производит только одну краску, поэтому краски нужно производить в некотором порядке Поскольку производство циклическое, то краски надо производить в циклическом порядке π=(j1,j2,..,jn,j1). После окончания производства краски i и перед началом производства краски j надо отмыть оборудование от краски i. Для этого требуется время C[i,j]. Очевидно, что C[i,j] зависит как от i, так и от j, и что, вообще говоря,C[i,j]≠C[j,i]. При некотором выбранном порядке придется на цикл производства красок потратить время.

Таким образом, ЗК и задача о минимизации времени переналадки – это просто одна задача, только варианты ее описаны разными словами.

Задача о дыропробивном прессе. Дыропробивной пресс производит большое число одинаковых панелей – металлических листов, в которых последовательно по одному пробиваются отверстия разной формы и величины. Схематически пресс можно представить в виде стола, двигающегося независимо по координатам x, y, и вращающегося над столом диска, по периметру которого расположены дыропробивные инструменты разной формы и величины. Каждый инструмент присутствует в одном экземпляре. Диск может вращаться одинаково в двух направлениях (координата вращения z). Имеется собственно пресс, который надавливает на подвешенный под него инструмент тогда, когда под инструмент подведена нужная точка листа.

Операция пробивки j-того отверстия характеризуется четверкой чисел (xj,yj,zj,tj),, где xj,yj- координаты нужного положения стола, zj - координата нужного положения диска и tj - время пробивки j-того отверстия.

Производство панелей носит циклический характер: в начале и конце обработки каждого листа стол должен находиться в положениях (x0, y0) диск в положении z0 причем в этом положении отверстие не пробивается. Это начальное состояние системы можно считать пробивкой фиктивного нулевого отверстия. С параметрами (x0,y0,z0,0).

Чтобы пробить j-тое отверстие непосредственно после i-того необходимо произвести следующие действия:

1. Переместить стол по оси x из положения xi в положение xj, затрачивая при этом время t(x)(|xi-xj|)=ti,j(x)

Проделать то же самое по оси y, затратив время ti,j(y)

Повернуть головку по кратчайшей из двух дуг из положения zi в положение zj, затратив время ti,j(z) .

Пробить j-тое отверстие, затратив время tj.

Конкретный вид функций t(x), t(y), t(z) зависит от механических свойств пресса и достаточно громоздок. Явно выписывать эти функции нет необходимости

Действия 1-3 (переналадка с i-того отверстия j-тое) происходит одновременно, и пробивка происходит немедленно после завершения самого длительного из этих действий. Поэтому

С[i,j] = max(t(x), t(y), t(z))

Теперь, как и в предыдущем случае, задача составления оптимальной программы для дыропробивного пресса сводится к ЗК (здесь - симметричной).

**Выводы**

Изучены эвристический, приближенный и точный алгоритмы решения ЗК. Точные алгоритмы решения ЗК – это полный перебор или усовершенствованный перебор. Оба они, особенно первый, не эффективны при большом числе вершин графа.

Предложен собственный эффективный метод решения ЗК на основе построения выпуклого многоугольника и включения в него центральных вершин (городов).

Проведён анализ наиболее рациональных методов решения ЗК и определены области их эффективного действия: для малого числа вершин можно использовать точный метод лексического перебора; для большого числа вершин рациональнее применять метод ветвей и границ или метод автора работы (Анищенко Сергея Александровича).

Изучены практические применения ЗК и задачи с переналадками, сводимые к ЗК.

Приведены тексты программ, позволяющие решить ЗК различными методами.
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