**Создание консольных приложений с помощью мастера в Visual C++ 6 - 2**

Помнится, в прошлой статье «Первая программа в Microsoft Visual C++ 6.0» я пообещал рассказать, как создавать консольные приложения в Visual C++ с помощью мастера. Обещания я привык всегда выполнять. Значит, этим сейчас и займёмся. В прошлый раз мы сами писали программный код в текстовом редакторе, среда же нам его компилировала, компоновала и запускала на выполнение. Да, это её работа, но мы её ещё кое-чем загрузим. Я уже говорил, что среда для того и нужна, чтобы выполнять за нас рутинную работу. Ну что, ща продемонстрируем!

Запускаем великий и могучий Visual C++. Жмём FileNew. Далее, поскольку мы будем создавать не просто файл исходного кода в текстовом редакторе, а проект консольного приложения (классно звучит?!), жмём на вкладку Projects, выбираем Win32 Console Application (консольное приложение для Win32). Жмём Ok. Теперь мастер нас спрашивает: What Kind of Console Application do you want to create? (Какое консольное приложение следует создать?) и предлагает вот какие варианты:

An empty project (Пустой проект).

A simple application (Простое приложение)

A “Hello World!” application (Приложение “Hello World!”)

An application that supports MFC (Приложение с поддержкой MFC)

Выбираете необходимое, жмёте Finish, и среда сама за вас кое-что делает. А именно, создаёт заготовку консольного приложения. Вот дальше будете программировать сами, так как заготовки, хотя обычно и являются вполне рабочими приложениями, по сути ничего не делают. Разве что интерфейс, но обработки информации - никакой. Это уже будет наша задача - напрограммировать мозг программы. Заготовка же - это, по сути, её рожа. Да, конечно же, интимные места программы тоже в нашей власти (если потребуется) :) Тем не менее, создание и организация интерфейса может оказаться очень долгим, муторным и неприятным занятием. Действительно, в консольных приложениях это почти не ощутимо (да какой там на фиг интерфейс??!), а вот в случае, скажем, многодокументного приложения создание и организация интерфейса вручную - действительно огромнейший геморрой! Но даже в этом за нас многое может сделать среда, а в том, что надо будет делать нам самим, она тоже в состоянии оказать хорошую помощь и поддержку. Это я просто к тому, что среда халявы нам предоставляет немеряно! Однако, многодокументные приложения - дело весьма непростое, и их мы будем создавать и разбирать значительно позже. Сейчас же консоль, консоль и ещё раз консоль!

Ну что, давайте перепробуем, разберём и изучим все 4 варианта, благо их всего лишь 4! По порядку, начинаем с пустого проекта. Назовём соответственно Listing1, Listing2, Listing3 и Listing4. Хотя можете, конечно, как понравится называть.

**An empty project**

Итак, если мы выбрали An empty project, то что же нам сделает среда? Да по сути ничего! Вот зараза, да! :) Ни тебе программного кода, ни даже файл .cpp не создала - нифига… Ну, на самом деле, кое-что она конечно сделала: создала нам файлы .dsw (workspace - рабочее пространство) и .dsp (project - проект) и некоторые другие, пустую папочку Debug для отладочной версии приложения, либо Release для рабочей версии.

Кстати! Для выбора активной конфигурации проекта (обычно это Debug (отладочная версия) или Release (рабочая версия)) заходите в BuildSet Active Configuration и выбирайте. Кто не в курсе, это определяет режим компиляции проекта.

В самой среде в нашем рабочем пространстве (окно workspaces, вкладка FileView) появились пустые папочки Source Files, Header Files, Resource Files - для файлов исходного кода программы, заголовочных файлов и файлов ресурсов соответственно. Но что нам толку то с того? Мы ведь могём заставить ленивую среду и побольше работы выполнить!

**A simple application**

Выберем A simple application. Теперь уже Visual C++ удосужился-таки сделать нам файл исходного кода (у меня проект назван Listing2, поэтому и файл будет называться Listing2.cpp), причём следующего содержания вышел файл:
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Ну что же, это уже на что-то похоже! Давайте разберём.

Сверху он нам даже прокомментировал то, что сделал. Дальше идёт #include “stdafx.h” - это подключается файл stdafx.h . А он в свою очередь относится к созданному всё тем же мастером файлу stdafx.cpp . Файл stdafx.cpp ответственен за создание перекомпилированных заголовков. Что, совсем мозги запудрил? Ничего, стряхивайте пудру с башки, объясню человеческим языком. К нашей программе может подключаться много различных файлов заголовков. Это могут быть как стандартные файлы, которые любезно предоставляет нам, к примеру, Microsoft, или же наши собственные. Так вот, если каждый раз в проекте компилировать все файлы заново - очень долго получается. Но мы ведь не все файлы изменять будем! Те, что не изменяются или изменяются очень редко - компилируются один раз при первой компиляции, а в последующем будут обрабатываться в уже скомпилированном виде. Заново будут компилироваться только часто изменяемые файлы, чтобы внесённые изменения отражались на работе программы. Это значительно сокращает время компиляции проекта. Просекаете логику? То-то! Так вот в файле stdafx.h и будут указываться (подключаться) те файлы, которые изменяются редко (вообще не изменяются) и которые будут использоваться как уже перекомпилированные.

Теперь еще, наверное, возник у вас вопрос: когда в директиве #include использовать кавычки “ ”, а когда угловые скобки < >, когда указывать расширение .h или .hpp, а когда нет? - Для указания заголовочных файлов стандартной библиотеки не требуется расширение. Они распознаются как заголовочные файлы, потому что вместо синтаксиса #include “…” используется #include <…> . И расширение .h в таком случае не указывается. Для каждого заголовочного файла стандартной библиотеки языка С существует соответствующий стандартный заголовочный файл С++. В первом случае это будет прописываться #include <\*.h>, во втором #include <\*> . Как правило, для включения библиотечных файлов пользуйтесь угловыми скобками < >, а для своих собственных - кавычками “ ”. Например:

#include <iostream> // из стандартного каталога включаемых файлов

#include “myheader.h” // из текущего каталога

Наконец, замечу по этому поводу, что пробелы внутри < > или “ “ имеют значение!

#include < iostream > // не найдёт <iostream>

Смотрим дальше, точнее, ниже. Ниже у нас уже знакомая функция main. «Но что это? Чё за фигня у неё в скобочках? Как же нас так обманули? Вроде же функция без параметров была!» - Ничего я никого не обманул, я уже говорил, что в нашем примере в прошлой статье параметров у неё не было только для простоты. Однако в реале там чаще всего указываются аргументы, необходимые для доступа к параметрам командной строки и их использования в программе. Вот это они и есть. Так что я никого не обстебал, наоборот, я предупреждал об этом! И пообещал в этой статье о них подробнее рассказать. Что ж, выполняю.

Умная среда нам по всем правилам и канонам сгенерировала такую сигнатуру для функции main (тем, кто не в курсах: сигнатура на человеческом языке - это имя функции со списком её параметров - приучайтесь к грамотной терминологии, потом окупится!):

int main(int argc, char\* argv[])

Знаете, часто консольные программы организуются так, что после того, как мы осуществим вызов программы из командной строки, программа выдаёт нам приглашение ввести необходимые данные. Это бывает весьма неудобно для пользователя, напрягает… Пользователю то охота побыстрее результат получить! Так вот, если таких данных немного, то было бы неплохо передать их программе ещё при её запуске. Создатели операционок об этом позаботились: большинство операционных систем, те же DOS и UNIX, например, позволяют передать программе при запуске несколько параметров (или один) (или ни одного). Консоль, естественно, тоже такую возможность нам предоставляет. Как я уже говорил в предыдущей статье, эти параметры называются параметрами командной строки и пишутся при вызове программы после имени самой программы через пробел. Например так:

C:>Stebatrix.exe steb 34

Итак, функция main, как правило, имеет два параметра: целый argc и массив строк argv. Хотя они могут называться и иначе, обычно они называются именно так. Между прочим, поскольку argv у нас является массивом строк, он может быть объявлен по-разному, например:

char\* argv[] или char\*\* argv - извращаться над языком можно как угодно (в рамках стандарта языка С++ естественно). Кто не понял, смотрите раздел «Язык программирования С++», постараюсь там об этом (массивах и строках) написать.

Первый параметр argc (argument counter - счётчик аргументов (параметров)) содержит в себе количество параметров командной строки.

Второй argv (argument vector - вектор (массив) аргументов) содержит в себе массив параметров командной строки. Поскольку параметры являются символьными строками, это будет массив строк, причём смысл здесь такой: argv имеет тип char\* [argc+1] (не забыли про нулевой элемент массива?). Нулевым элементом массива argv будет имя программы. Список аргументов ограничен нулём, то быть argv[argc] == 0. В случае, когда командная строка выглядит так:

C:>Stebatrix.exe steb 34

запустив программу вот, что мы получим:
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Теперь про параметры командной строки, думаю, всё понятно. Тем не менее, охота небось программку сделать? Давайте сделаем. Полезно будет. Сейчас и посмотрите, как в простейшем случае можно параметры командной строки использовать. Итак, заготовка исходного файла у нас уже есть (Listing2.cpp), дополните его, чтобы он выглядел так:
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Сразу хочу обратить ваше внимание на то, что подключение iostream и cstdlib можно (пожалуй, уже нужно) объявить не в файле Listing2.cpp, а в stdafx.h. Эти файлы мы изменять не будем, а значит, имеем полное право. Тогда проект компилироваться будет быстрее, хотя в случае нашего проекта-малютки это и не будет заметно. В таком случае уберите эти две строчки

#include <iostream>

#include <cstdlib>

из Listing2.cpp и вставьте их в stdafx.h вот в это место:
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Эти две строки должны быть только в одном файле: или Listing2.cpp, или stdafx.h - два раза одно и то же подключать не надо!

Пока не компилируйте и не запускайте. Давайте сейчас разберемся, что же мы напрограммировали. Наша программа будет «продвинутой версией» программы из прошлой статьи, тоже строчку текста выводить будет, только несколько иначе :) При вызове из консоли программа будет принимать два параметра: первый - это строка текста, которую надо будет вывести, а второй - сколько раз надо будет её вывести.

Про iostream вы уже знаете, а вот cstdlib подключается для того, чтобы воспользоваться функцией atoi. Эта функция имеет во какую сигнатуру (см. также файл stdlib.h):

int atoi (const char\* p);

Она преобразует строку p, представляющую собой численное значение (только из цифирей состоящую) в само численное значение. То быть строка ‘12345’ будет преобразована в 12345. Весьма полезная функция. Есть ещё две: atof и atol, преобразующие строчку в double и long соответственно. Если же строчка не представляет собой число (например ‘123g4a’) то будет возвращён 0. Вот как раз с помощью функции atoi мы преобразуем символьную строчку argv[2] в целое av2. Иначе ведь не прокатит! Так вот, преобразуем, а потом циклом for выводим av2 раз строку argv[1]. Кто не знает циклы - во-первых пора бы уже знать, а во вторых - идите в раздел «Язык программирования С++», постараюсь найти время и написать о них. Теперь попробуйте скомпилировать и запустить на выполнение программу. - Что такое? Вроде всё скомпилировалось, скомпоновалось, а когда начала запускаться программа нам вдруг сообщают об ошибке и предлагают отправить отчёт к какой-то там матери!... Неужели Matrix has us?! - Спокуха! Давайте разберёмся. Программа должна принять два параметра, а откуда она их возьмёт, когда мы запускаем её из среды Visual C++, никаких параметров не указывая? Вот и именно, что ниоткуда. Отсюда и лажа. Мы сейчас вот что сделаем: зайдём в консоль и запустим нашу прогу оттуда. Кто не знает, как в консоли работать (в MS-DOS), я здесь объяснять не буду ес-сно, почитайте там Фигурнова какого-нибудь… Итак давайте запустим теперь прогу из консоли, что называется, вручную и с параметрами. Командная строка при этом будет иметь, к примеру, такой вид:

D:Program FilesMicrosoft Visual StudioMyProjectsListing2Release>listing2 We\_have\_Matrix! 3

Только обратите внимание на то, что We\_have\_Matrix! пишем не через пробел, а через символ подчёркивания, т.к. пробелами разделяются параметры и прога так не поймёт (поймёт неправильно). Запускаем и упиваемся тожеством очередной маленькой победы над Матрицей! Но на самом то деле это ещё не победа, боя то никакого почти не было: так, три раза на заборе написали что-то, да и всё. К бою ещё подготавливаться и подготавливаться надо! А посему гружу дальше. Выходит, программа прекрасно работает из консоли. А как же быть с VC++? Да, я мог (и должен был), конечно, предусмотреть в программе возможность получения не только двух параметров командной строки, но и другого их числа. Но не сделал этого намеренно. Чтобы попроще. А если не понарошку, то учитывать такие нюансы необходимо. Ведь и из консоли мы можем программу вызвать, не указав параметры или указав непредвиденное число параметров. Поэтому надо в программе это дело обслужить: просто условным оператором или через исключения организовать выход проги из такого неудобного положения. Но на этом останавливаться не будем: нам ещё 2 варианта заготовок консольных приложений надо рассмотреть и разобрать.

**A “Hello World!” application**

Этот вариант, сразу скажу, практически бесполезен - чисто демонстрационная вещь (показуха одна!). Эта заготовка точно такая же, как и предыдущая (A simple application), с той лишь разницей, что она ещё и выводит с помощью функции printf строчку “Hello World!” на экран. Это различие заключается в одной строчке кода:

printf("Hello World!n");

Мы это с вами уже умеем, только с помощью не printf, а используя cout. Давайте, что ли, про функцию printf маленько и поговорим. Чтобы её использовать, нам надо подключить . Но не беспокойтесь об этом: посмотрите файл stdafx.h - среда уже сделала это за нас! Ну ещё бы монитор тряпочкой протирала и вообще цены бы ей не было! :) Функция printf осталась от языка С. Тем не менее, её очень часто можно встретить. Тем более что, как я уже говорил, хороший код на С будет прекрасно компилироваться и работать в компиляторе для С++. Даже вместе с кодом на С++ (правда в таком случае проблема совместимости всё же время от времени возникает, но она легко решаема). Из этого всего следует, что хотя бы в общих чертах рассмотреть функцию printf нам надо. Сигнатура у неё такая:

int printf(const char\* , …)

Возвращает она нам количество выведенных символов. В случае строки “Hello World!” их будет 13 (не забываем про NULL в конце строки). В качестве параметра она принимает строку в стиле С (массив символов) (или же непосредственно строку в кавычках), причём их может быть несколько, тогда просто через запятую перечислим:

printf("Hello”, “ World!”, “n");

Это также как в cout можете несколько раз использовать << , а в cin >>.

Кстати, кто ещё не в курсе, для ввода в языке С++ используется такая хреновина: std::cin >> и дальше имя переменной, в которую будет записано то, что мы вводим. В С этим занимается функция gets() и др.

Также в printf могут указываться спецификаторы преобразования (это например когда мы значение какой-нибудь переменной хотим вывести), но подробно разговор о функции printf и потоках ввода вывода пойдёт в разделе «Язык программирования С++», там этой теме будет посвящена отдельная статья. Здесь же замечу еще, что использование функции printf нежелательно. Хотя, возможно с ней и проще обращаться, чем с cout и cin, но она имеет большой недостаток: плохой контроль типов данных (при неявных преобразованиях типов, например), что даже у опытных программистов становится иногда причиной досадных ошибок. Поэтому совет: пользуйтесь для ввода/вывода средствами C++!

Переходим к последнему варианту: консольное приложение с поддержкой MFC.

**An application that supports MFC**

Для непосвящённых: MFC - Microsoft Foundation Class (базовые классы Microsoft). И более ничего об MFC писать сейчас не буду, т.к. MFC мы посвятим не просто статью, а целый раздел! Ладно, так и быть - напишу одной фразой: пакет MFC даёт возможность разрабатывать GUI-приложения (GUI - Graphic User Interface - графический пользовательский интерфейс) для Windows на языке С++ с использованием богатого набора библиотечных классов, причём эти библиотеки являются объектно-ориентированными (помимо инкапсуляции поддерживают наследование и полиморфизм). Однако, поскольку MFC в значительной степени ориентирована на работу с окнами, документами, представлениями и т.д., большая её часть остаётся невостребованной консольным приложением. Тем не менее, она всё равно может оказаться очень полезной!

Итак, выбираем теперь четвёртый вариант и смотрим, что нам сотворила среда Visual C++. Да! На этот раз видно, что поработала малышка! Много чего непонятного (и, надеюсь, понятного тоже) написала! Давайте разбираться…

Во-первых, новые файлы появились: Listing4.h, Listing4.rc, Resource.h.

Listing4.h - файл заголовка для нашего исходника. Пока что у нас здесь вот что: первые две строчки и самая последняя - предупреждение повторного подключения, это чтобы не вышло так, что мы бы включили дважды этот файл в какой-нибудь другой (можете почитать в разделе «Язык программирования С++» про стражи включения). Дальше три строчки - проверка версии MFC. Ну и, наконец, подключение файла Resource.h.

Практически каждое приложение, разрабатываемое в Visual C++, содержит один файл ресурсов, одноимённый с самим приложением и имеющий расширение .rc . В нашем случае это Listing4.rc. В нём находятся описания всех ресурсов нашего приложения. У нас здесь будет только таблица строковых ресурсов. В этом и есть высокое предназначение нашей заготовки - она выводит на экран строчку «Hello from MFC!», оформленную как строковый ресурс. Среда ведь на самом деле может сама (с нашей помощью конечно) объявить все необходимые ресурсы, дать им идентификаторы (уникальные имена), связать идентификаторы с конкретными числовыми значениями и т.д. На самом деле это очень удобно, например, для русификации приложения не понадобиться искать в программном коде места где выводятся строчки, а просто в таблице взять и поменять текст с английского на русский, сохранив при этом все идентификаторы и численные значения. В программном коде-то у нас прописаны идентификаторы. Так что умная среда, обеспечив нам такую политику, может избавить нас от значительного геморроя. И это лишь один пример халявы, которую дарит нам Visual C++. При попытке открыть файл Listing4.rc у нас открывается окошко ResourceView. Тут у нас и есть таблица строк. В ней мы можем изменить строку соответствующую данному идентификатору, или создать новый строковый ресурс, поставив ему в соответствие новый идентификатор. Просекаете логику? То-то!

В файле Resource.h просто, используя директиву #define , каждому идентификатору ставится в соответствие численное значение. Здесь же мы можем его поменять или указать его для нового ресурса.

Попробуйте запустить программу, поздоровайтесь с MFC и убедитесь, что приложение работает. Если поздоровались, значит работает. Между тем в нашем рабочем пространстве появилась папочка «External Dependencies» с файлом basetsd.h внутри. В нём, если хотите знать, нам показывают определения базовых типов данных. Это на случай, если нам вздумается (или придётся) использовать 64-битные типы данных.

Между тем и в уже известных нам файлах произошли значительные изменения. Давайте начнем теперь с файла StdAfx.h. В начале всё те же, что и в Listing4.h стражи включения, далее всё та же проверка версии MFC, дальше идёт строчка:

#define VC\_EXTRALEAN // Exclude rarely-used stuff from Windows headers

- она для ускорения процесса компиляции (за счёт отказа от некоторых возможностей)

далее идут строчки с подключением основных MFC-шных файлов: afx.h, afxwin.h, afxext.h, afxdtctl.h, afxcmn.h.

Кстати, если будете программировать, используя MFC, очень советую посмотреть эти заголовочные файлы. Если вы знаете язык С++, то должны увидеть там не фигу, а полезную информацию по MFC-классам и функциям и т.д. Бывает ничуть не хуже справочников. А в качестве справочника очень советую MSDN Library.

Ниже расположено место, куда мы подключаем заголовочные файлы, которые редко изменяются и будут использоваться как перекомпилированные (я говорил об этом выше, в начале статьи). Zabot’ливая среда Visual C++ 6.0 уже подключила там <iostream>.

А вот теперь давайте смотреть самое интересное - кончено же Listing4.cpp. Тут у нас вот чего уже готово:

![](data:image/gif;base64,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)

Разбираем по порядку. Как обычно, подключаем stdafx.h, а вместе с ним и Listing4.h . Он подключается здесь, а не в файле stdafx.h, потому что ожидается, что мы этот файл (Listing4.h) будем достаточно часто ковырять. Следующий блок из пяти строчек может оказаться малопонятным. Пожалею я вас и не буду сейчас мозги пудрить, подробно разъясняя эту запись, просто скажу, что она, можно сказать, каноническая, и менять её, как правило, не стоит. Применяется в основном в отладочных целях и во избежание некоторых трудностей с ключевыми словами и именами. Дальше как раз интересное и начинается!

Итак, дальше у нас идёт объявление объекта класса нашего приложения. А именно объявление объекта theApp класса CWinApp. Класс CWinApp является производным от CWinThread. Поэтому класс CWinApp представляет и основной поток выполнения программы, и само приложение. Таким образом, в любом MFC-приложении существует только один объект класса CWinApp. Нас об этом в комментарии уже предупредили.

Строчка

using namespace std;

говорит нам о том, что в данном блоке программы будет использоваться стандартное пространство имён std. Поясняю. В программе может подключаться очень большое число разных файлов заголовков. В каждом файле заголовка используется большое количество различных имен: переменные, функции, классы, структуры и т.д. Разные библиотеки разрабатывают разные люди, и, конечно же, получается так, что в разных библиотеках могут использоваться одинаковые имена. Если мы будем пользоваться сразу несколькими библиотеками, то может сложиться такая ситуация, когда при попытке использовать имя, которое дублируется и в другом подключаемом файле, компоновщик выдаст сообщение об ошибке: «Identifier multiply defined» (Идентификатор определён несколько раз», где идентификатор - это имя какого-либо элемента). Такая ситуация называется конфликтом имён. Для того, чтобы избежать таких проблем и придумали пространства имён. Пространства имён используются для разделения глобального пространства имён, что позволяет пусть и не всегда устранить, но, по крайней мере, уменьшить количество конфликтов имён.

Пространство имен (namespace) по сути представляет собой логическую группу имен, в пределах которой имена не дублируются. Например, пространство имен стандартной библиотеки std. При обращении к идентификатору (имени), входящему в какое-либо пространство имен надо явно указывать это пространство. Поэтому, обращаясь к cout пространства имен std, мы и пишем std::cout. То быть, пишется название пространства имён (std) и через два двоеточия само имя (cout). Вот почему, пользуясь именами из заголовочных файлов стандартной библиотеки (<iostream>, <string>, <list> и др.) мы должны указывать, что всё это относится пространству имён std. Вы можете создавать и свои пространства имён (ну если вам, например, потребуется назвать свою функцию именем cout), но это разговор отдельной статьи.

Запись using namespace std; говорит о том, что в пределах текущей области действия (обычно в пределах фигурных скобок) будет по умолчанию использоваться пространство имён std (не надо будет перед каждым именем писать std:: , если оно принадлежит к этому пространству). Однако этой штукой надо пользоваться очень осторожно - только если вы уверены, что будете использовать только имена указанного пространства, в противном случае могут возникнуть трудности. Если не уверены - лучше не ленитесь и явно указывайте, к какому пространству имен принадлежит данное имя.

Дальше у нас идет функция \_tmain. А почему \_tmain? И почему там тип TCHAR\* , а не char\* ? И что ещё за параметр TCHAR\* envp[] ?

Ну что же, для интересующихся растолкую. Функция называется \_tmain и тип параметров TCHAR\* потому что среда генерирует нам такой код, для того чтобы обеспечить совместимость с различными кодировками текста, разных типов char - одно и многобайтных и т.д. и т.п. Не буду вдаваться во все подробности, да и что нам с того: main или \_tmain, char или TCHAR? Для нас сейчас, в общем-то, смысл не меняется: \_tmain - главная функция в программе, TCHAR\* - строка текста. Обо всех проблемах со стандартами уже поZabot’илась среда. А вот касательно envp ?

Как видите, TCHAR\* envp[] - тоже массив строк. Он необходим для работы с переменными окружения. Кто не в курсе про переменные окружения - читайте что-нибудь про MS-DOS (напр., Фигурнов «IBM PC для пользователя»). Поскольку работа с переменными окружения и процессами в консоли (а оно часто для того и надо) не так проста, и не слишком часто используется, то более подробно в этой статье я разъяснять про них не буду. Хватит с нас пока аргументов командной строки.

Ниже идет объявление переменной nRetCode - она будет возвращаться функцией \_tmain как код ошибки. Напоминаю, если 0 - выполнение программы завершилось успешно, если не 0 - то неуспешно :)

Затем следует собственно инициализация MFC. Обычно (в GUI-приложениях) это происходит так: при инициализации объекта класса CWinApp (или производного от него) функцией WinMain, являющейся частью библиотеки MFC, вызывается функция AfxWinInit и проверяется возвращаемое ею значение. Но, поскольку консольные приложения не используют функцию WinMain, нам приходится вызывать функцию AfxWinInit непосредственно. А она у нас в таком случае просит четыре параметра:

HINSTANCE hInstance

- дескриптор текущего модуля;

HINSTANCE hPrevInstance

- дескриптор предыдущей копии приложения; для Win32-приложений этот параметр всегда NULL;

LPTSTR lpCmdLine

- указатель на командную строку текущего процесса;

int nCmdShow

- определяет, как должно выглядеть основное окно GUI-приложения (поскольку у нас не GUI-приложение, то этот параметр тоже 0);

Что, типы данных странные? Ну да, странные… Но не буду я вам сейчас о них рассказывать - слишком много будет. Пожалею вас - не буду сейчас мозги вам этим пудрить. Всё что на данный момент вам необходимо знать, я пояснил.

Значит так, второй и четвёртый параметр у нас нуль, я уже сказал, а вот откуда мы берём первый и третий. В качестве первого параметра мы используем функцию GetModuleHandle. Она как раз и возвращает нам дескриптор модуля (файла .dll или .exe), имя которого указывается в качестве параметра. Когда этот параметр равен нулю (как у нас), возвращается дескриптор файла, использованного для создания текущего процесса. Что крутовато звучит? Если не понятно, почитайте что-нибудь по архитектуре и основным концепциям Windows… Почитайте про процессы, дескрипторы и т.д. Хотя, быть может, и без того разберётесь? Ладно. В качестве третьего параметра мы используем функцию GetCommandLine, возвращающую указатель на командную строку (формата Unicode) текущего процесса. Кто не в курсе, два двоеточия перед именем функции ставится, так как это - глобальная функция Windows.

Что у нас там дальше идёт? Ах да, после проверки условия, если функция AfxWinInit вернёт не 0 (помните, у нас ведь записано «если не» if (!AfxWinInit … ), то будет передано сообщение об ошибке с помощью стандартного небуферизованного потока диагностики ошибок cerr. У него синтаксис такой же, как и у cout. Кому интересно, макрос \_T используется для решения всё тех же трудностей с кодировками (Unicode, ANSI …) Напоминаю, о потоках читайте в скором времени в разделе «Язык программирования С++». Ну и конечно же, нашему «сторожу» nRetCode присваивается значение 1. В противном случае (если инициализация MFC прошла успешно) будет выполняться код нашей программы. Именно сюда мы и будем писать свой программный код. В случае нашей заготовки это просто вывод на экран строкового ресурса. Объявляем strHello типа CString. Дальше строчкой

strHello.LoadString(IDS\_HELLO);

мы, используя функцию LoadString, которая является членом класса CString, загружаем строковый ресурс Windows, имеющий идентификатор IDS\_HELLO в существующий объект strHello. Затем этот объект выводится на экран с использованием стандартного потока вывода cout. Кому интересно, (LPCTSTR) - опять же для решения трудностей с кодировками.

Ну и, наконец, возвращается наш «сторож» nRetCode.

Вот, собственно, и всё! Ну что, загрузил по полной? Ничего, разбирайтесь, книжки читайте, MSDN читайте, «медитируйте» :)

Хотелось бы ещё сказать, что же всё-таки такое MSDN. MSDN - это здоровенный справочник для программирования в Visual Studio .NET. Там есть всё: и по языку С++, и по программированию в Microsoft Visual C++ и ещё очень много чего полезного. Вся эта прелесть размещается на трёх CD, и при установке на жёсткий диск весит порядка 2Гб. Да, она на английском. Но разобраться можно. Одним словом, рекомендую.

Что же вы теперь знаете и умеете? Вы теперь знаете, как сделать и использовать все 4 типа заготовок консольных приложений, знаете почти во всех деталях, что в этих заготовках и зачем нужно, а значит, можете и сами подобные вещи творить. Более того, разобравшись в этих заготовках, вы теперь знаете, как наилучшим образом на их основе начать создавать своё рабочее приложение. Но само рабочее приложение мы ещё не создавали. Я вас только «натаскал», натренировал маненько для сражений с Матрицей и её отродьями, боя же ещё не было. Но он будет! Впереди нас ждёт первый, пусть и небольшой, но реальный бой с Матрицей. А именно, мы с вами в следующей статье сделаем наше первое реально ПОЛЕЗНОЕ консольное приложение. Сегодня мы с вами подготовились. Битва впереди!
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